1. factor(x,y) : boolean - returns true if x is a factor of y.
2. prime(x) : boolean - returns true if x is prime.
3. gcd(x,y) : int - computes the greatest common divisor for x and y.
4. perfect(x) : boolean - returns true if x is a perfect number.
5. amicable(x,y) : boolean - returns true if x and y are amicable numbers.
6. occr(nums,x) : int - returns the number of times that x occurs in nums (which is an array (Ruby) or a list (SML)).
7. primes(nums) : list or array of int - returns a list (or array) with prime numbers contained in nums.
8. primeFactors(x) : list or array of int - returns a list (or array) containing the prime factors of x.
9. Write a merge function that takes two sorted lists (in ascending order) and returns a sorted list that contains all the elements in the two lists. The signature of the function is as following:

merge: int list \* int list -> int list

For example, merge([1,4,5], [2,6,7]) should return [1,2,4,5,6,7]. You may assume that each of the input lists does not have repeating elements. For example, [1,1,4,5] cannot be used as an input to merge function because 1 is repeated. Also the two lists do not have common numbers. For example, we do not invoke merge([1,5], [1,7]) because 1 is in both the lists.

1. Write a reverse function that takes a list and returns the reversed list. For example, reverse([1,5,4]) returns [4,5,1]. The signature of the function is as following:

reverse: int list -> int list

1. Write a pi function that takes two integers, a and b, and a function f and returns the following:
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The signature of pi is as following:

pi: int \* int \* (int -> int) -> int

In other words, pi(a,b,f) computes f(a) × f(a + 1) × ... × f(b − 1) × f(b)

1. Write digits function that takes a positive integer and returns the list of digits of the integer. For example, digits(253) returns [2,5,3] . The function’s signature should be:

digits: int -> int list

1. Consider the process of taking a number, adding its digits, then adding the digits of the number derived from it, etc., until the remaining number has only one digit.The number of additions required to obtain a single digit from a number n is called the additive persistence of n, and the digit obtained is called the digital root of n. For example, the sequence obtained from the starting number 9876 is (9876, 30, 3), so 9876 has an additive persistence of 2 and a digital root of 3. For the starting number 12349, the process produces (12349, 19, 10, 1), so 12349 has an additive persistence of 3 and a digital root of 1. Write two functions additivePersistence and digitalRoot that take positive integer argument n and return the additive persistence and the digital root of n respectively. The signatures of the functions are as following:

additivePersistence: int -> int

digitalRoot: int -> int